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# Part I: Project Guidelines

## Context

You work as a quantitative analyst for a large investment bank. You and your team are responsible for challenging the models used by traders and risk managers. You work with R and love reproducible research. All your files are written in Rmarkdown or R notebook.

You can watch the introductory video on Rmarkdown to help you build properly the R file. Moreover, you use GitHub with your team. You’ll build a dedicated project for the tasks below and use RStudio with GitHub extensively. You also use Loom to share your findings with other teams in the investment bank.

## Learning Objectives

1. Content (scientific rigor, concepts, creativity).
2. Choose the right tools.
3. Implement the steps correctly.
4. Come up with innovative solutions.

## Form: Coding, Collaboration and Presentation

1. Build RStudio project with proper folder structure and Rmarkdown/nootebook file to reproduce your results.
2. Program with state-of-the-art coding standards.
3. Use GitHub repository for collaborative research.
4. Use Loom video for presenting your results.

## Objective

The objective of this project is to implement the risk management framework used for estimating the risk of a book of European call options by taking into account risk drivers such as the underlying asset and the implied volatility of the options.

# Part II: Data

## Loading the Data

The first step is to load the database ‘Market’. ‘Market’ is a list of 5 elements: S&P500 index prices, VIX values, the term structure of interest rates, and traded call and put options information. To make sure this code can run on any platform, we use the library ‘here’.

# install.packages("here")  
library("here")

## here() starts at C:/Users/TTD/Documents/GitHub/Method\_Stat

# Load the data  
load(file = here("Data", "Market.rda"))  
  
# Load the functions  
source(file = here("Functions", "price\_call.r")) # Prices calls using the Black-Scholes formula  
source(file = here("Functions", "lin\_inter.r")) # Linear interpolation of the interest rates  
  
# Assign data to different variables  
vix <- as.vector(Market$vix)  
sp\_500 <- as.vector(Market$sp500)  
calls <- as.vector(Market$calls)  
puts <- as.vector(Market$puts)  
  
# Create a matrix 'rates' with two columns: maturities and risk-free rates  
rates <- matrix(data = NA, nrow = length(Market$rf), ncol = 2)  
rates[,1] <- as.numeric((attributes(Market$rf))[[2]])  
rates[,2] <- Market$rf  
  
# Assign column names to 'rates'  
colnames(rates) <- c("Maturities", "Risk-free Rates")

# Part III: Pricing a Portfolio of Options

The portfolio under consideration contains four options: K = 1600 and T-t = 20 days, K = 1650 and T-t = 20 days, K = 1750 and T-t = 40 days, and K = 1800 and T-t = 40 days. We assume that there is 250 days in a year and thus convert times to expiry in years by dividing by 250. We first create a matrix ‘book’ that contains information regarding the options in the portfolio.

# Create matrix  
book\_1 <- matrix(data = NA, nrow = 4, ncol = 4)  
  
# Assign names to columns  
colnames(book\_1) <- c("Quantity", "Call", "StrikePrice", "Maturity")  
  
# Store initial values  
book\_1[1,] <- c(1, 1, 1600, 20 / 250)  
book\_1[2,] <- c(1, 1, 1650, 20 / 250)  
book\_1[3,] <- c(1, 1, 1750, 40 / 250)  
book\_1[4,] <- c(1, 1, 1800, 40 / 250)

The next step is to use the most recent underlying asset price and VIX value as well as the interpolated risk-free rates to compute the value of each option in the portfolio that we store in the variable ‘call\_price’. The value of the portfolio of options is simply the sum of each option’s value. To do this, we use two functions described below.

1. ‘lin\_inter’: Takes as input a maturity in years (360-day basis) and outputs the associated rate. Uses linear interpolation with the given term structure.
2. ‘price\_call’: Takes as inputs the underlying asset price, the option strike price, the risk-free rate, the volatility, and the maturity. Uses Black-Scholes model to price call options.

# Number of observations  
n\_obs <- length(sp\_500)  
  
# Convert 250-day basis year in 360-day basis year  
m\_1 <- unique(book\_1[,4])[1] \* (250 / 360)  
m\_2 <- unique(book\_1[,4])[2] \* (250 / 360)  
  
# Interpolated interest rates  
r\_1 <- lin\_inter(m\_1)  
r\_2 <- lin\_inter(m\_2)  
  
# Latest underlying asset price (spot price)  
S\_1 <- sp\_500[n\_obs]  
  
# Latest VIX value  
vol\_1 <- vix[n\_obs]  
  
# Strike prices  
K <- book\_1[,3]  
  
# Maturities  
M <- book\_1[,4]  
  
# Initialize a vector to store call prices  
call\_price <- c(rep(NA, 4))  
  
# Compute the option values and store them in 'call\_price'  
call\_price[1] <- price\_call(S\_1, K[1], r\_1, vol\_1, M[1])  
call\_price[2] <- price\_call(S\_1, K[2], r\_1, vol\_1, M[2])  
call\_price[3] <- price\_call(S\_1, K[3], r\_2, vol\_1, M[3])  
call\_price[4] <- price\_call(S\_1, K[4], r\_2, vol\_1, M[4])  
  
# Compute the price of the portfolio and store it in 'PF\_price\_1'  
PF\_price\_1 <- sum(call\_price)

## The value of the portfolio of European call options is 156.21$.

## The options are worth respectively 87.31$, 47.52$, 15.10$, 6.28$.

It is not surprising to see that the value of the first option is higher than the value of the second option. Indeed, since the strike price is lower for the first option, the first option is deeper ITM than the second option and it should therefore have a higher price. The same reasoning applies to the third and fourth options.

# Part IV: One Risk Driver and Gaussian Model

We now want to estimate the value-at-risk (VaR) and the expected shortfall (ES) of this portfolio of options over the course of the following week. To do so, we must first compute the underlying asset log returns.

# Daily underlying asset log returns  
log\_return <- diff(log(sp\_500))

Next, we assume that the underlying asset log returns follow a normal distribution. The normal distribution parameters can be found by computing the empirical mean and standard deviation of the underlying asset daily log returns.

# Number of log returns  
n\_ret <- length(log\_return)  
  
# Calibration  
mu\_hat <- mean(log\_return)  
s2\_hat <- mean((log\_return - mu\_hat)^2) \* (n\_ret / (n\_ret - 1))  
sd\_hat <- s2\_hat^0.5  
  
# Store parameters in 'theta\_1'  
theta\_1 <- c(mu\_hat, sd\_hat)

Now that we have estimated the parameters of the underlying asset return log returns, we can run a simulation of the underlying asset price one week ahead by generating normally distributed IID shocks with mean ‘mu\_hat’ and standard deviation ‘sd\_hat’. Since we found the distribution parameters using daily log returns, we generate five shocks per simulation and sum these shocks to obtain the overall shock over one week. We fix the size of the simulation to 10 000.

# Number of simulation  
H <- 10000  
  
# Number of days between now and the forecast horizon  
t <- 5  
  
# Set seed for generating pseudo-random numbers  
set.seed(4321)  
  
# Store in 'sim\_ret\_1' normally distributed IID shocks with mean 'mu\_hat' and standard deviation 'sd\_hat'  
sim\_ret\_1 <- matrix(rnorm(t \* H, mean = theta\_1[1], sd = theta\_1[2]), nrow = H, ncol = t)

In order to obtain the underlying asset price one week from now, we simply have to compute the exponential sum of the five daily normally distributed IID shocks per trajectory and multiply by the latest underlying asset price. The last thing we need to modify is the risk-free rate for the remaining life of the option. The strike price does not change over the option life and the volatility is assumed to be constant.

# Compute the price of the underlying asset one week from now  
S\_2 <- S\_1 \* exp(rowSums(sim\_ret\_1))  
  
# Update the risk-free rate (360-day basis year)  
r\_3 <- lin\_inter(m\_1 - t / 360)  
r\_4 <- lin\_inter(m\_2 - t / 360)  
  
# Initialize a matrix to store call prices (10 000 rows (1 per simulation), 4 columns (1 per option))  
call\_price\_2 <- matrix(NA, nrow = H, ncol = 4)  
  
# Loop through 10 000 simulations and price each call option  
for (i in 1:10000){  
 call\_price\_2[i,1] <- price\_call(S\_2[i], K[1], r\_3, vol\_1, M[1] - t / 250)  
 call\_price\_2[i,2] <- price\_call(S\_2[i], K[2], r\_3, vol\_1, M[2] - t / 250)  
 call\_price\_2[i,3] <- price\_call(S\_2[i], K[3], r\_4, vol\_1, M[3] - t / 250)  
 call\_price\_2[i,4] <- price\_call(S\_2[i], K[4], r\_4, vol\_1, M[4] - t / 250)  
}

For each replication, we can compute the value of the portfolio of options by summing the value of the four call options. Recall that we want to estimate the VaR and the ES of this portfolio of options over the course of the following week. Therefore, for each replication, we must compute a P&L by discounting at the risk-free rate the value of the portfolio of options one week from now and subtracting the value of the portfolio observed today.

# Compute the price of the portfolio for each replication and store it in 'PF\_price\_2'  
PF\_price\_2 <- rowSums(call\_price\_2)  
  
# Compute the risk-free rate for a period of 5 days (360-day basis year)  
r\_PL <- lin\_inter(t / 360)  
  
# Compute the P&L  
PL\_1 <- PF\_price\_2 \* exp(-(t / 360) \* r\_PL) - PF\_price\_1

The last step is to compute the VaR and the ES of the portfolio of options P&L distribution. In order to do so, we sort the P&L values in ascending order and identify the (1-alpha)-quartile of the distribution for the VaR, where alpha is the risk level (in our case, 0.95). The ES is simply the mean of the P&L values smaller than the VaR.

# Set alpha to a desired significance level  
alpha <- 0.95  
  
# Compute the VaR and the ES of the P&L distribution  
VaR\_1 <- sort(PL\_1)[(1 - alpha) \* H]  
ES\_1 <- mean(sort(PL\_1)[1:((1 - alpha) \* H)])  
  
# Plot an histogram  
hist(PL\_1, nclass = round(10 \* log(length(PL\_1))), probability = TRUE)  
  
# Add a vertical line to show the VaR  
abline(v = quantile(PL\_1, probs = (1 - alpha)),  
 lty = 1,  
 lwd = 2.5,  
 col = "red")
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## The value at risk at alpha = 0.95 is -121.67$.

## The expected shortfall at alpha = 0.95 is -134.17$.

[Discussion on the result (talk about asymmetry of call option payoffs) and the assumption (normal distribution, volatility is constant)]

# Part V: Two risk drivers and Gaussian model

# install.packages("MASS")  
library("MASS")  
  
# Daily VIX log returns  
vix\_return <- diff(log(vix))  
  
# Store underlying asset log returns and VIX log returns in 'rets'  
rets <- matrix(NA, nrow = n\_ret, ncol = 2)  
rets[,1] <- log\_return  
rets[,2] <- vix\_return  
  
# Calibration  
mu\_hat <- colMeans(rets)  
sg\_hat <- ((n\_ret - 1) / n\_ret) \* cov(rets)  
  
# Store parameters in 'theta\_2'  
theta\_2 <- list(mu = mu\_hat, sigma = sg\_hat)  
  
# Initialize the array 'sim\_ret\_2'  
sim\_ret\_2 <- array(data = NA, dim = c(H, 2, t))  
  
# Set seed for generating pseudo-random numbers  
set.seed(4321)  
  
# Store in 'sim\_ret\_2' daily shocks from a multivariate normal distribution with parameters 'theta\_2'  
for (i in 1:t) {  
 sim\_ret\_2[,,i] <- mvrnorm(n = H, mu = theta\_2$mu, Sigma = theta\_2$sigma)  
}  
  
# Initialize two vectors that contain the underlying asset price and the VIX value one week from now  
S\_3 <- rep(NA, H)  
vol\_3 <- rep(NA, H)  
  
# Compute the underlying asset price and the VIX value one week from now  
for (i in 1:H) {  
 S\_3[i] <- S\_1 \* exp(sum(sim\_ret\_2[i,1,]))  
 vol\_3[i] <- vol\_1 \* exp(sum(sim\_ret\_2[i,2,]))  
}  
  
# Initialize a matrix to store call prices (10 000 rows (1 per simulation), 4 columns (1 per option))  
call\_price\_3 <- matrix(NA, nrow = H, ncol = 4)  
  
# Loop through 10 000 simulations and price each call option  
for (i in 1:10000){  
 call\_price\_3[i,1] <- price\_call(S\_3[i], K[1], r\_3, vol\_3[i], M[1] - t / 250)  
 call\_price\_3[i,2] <- price\_call(S\_3[i], K[2], r\_3, vol\_3[i], M[2] - t / 250)  
 call\_price\_3[i,3] <- price\_call(S\_3[i], K[3], r\_4, vol\_3[i], M[3] - t / 250)  
 call\_price\_3[i,4] <- price\_call(S\_3[i], K[4], r\_4, vol\_3[i], M[4] - t / 250)  
}  
  
# Compute the price of the portfolio for each replication and store it in 'PF\_price\_3'  
PF\_price\_3 <- rowSums(call\_price\_3)  
  
# Compute the P&L  
PL\_2 <- PF\_price\_3 \* exp(-(t / 360) \* r\_PL) - PF\_price\_1  
  
# Compute the VaR and the ES of the P&L distribution  
VaR\_2 <- sort(PL\_2)[(1 - alpha) \* H]  
ES\_2 <- mean(sort(PL\_2)[1:((1 - alpha) \* H)])  
  
# Plot an histogram  
hist(PL\_2, nclass = round(10 \* log(length(PL\_2))), probability = TRUE)  
  
# Add a vertical line to show the VaR  
abline(v = quantile(PL\_2, probs = (1 - alpha)),  
 lty = 1,  
 lwd = 2.5,  
 col = "red")

![](data:image/png;base64,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)

## The value at risk at alpha = 0.95 is -111.15$.

## The expected shortfall at alpha = 0.95 is -123.77$.

[Discussion on the result (VaR is smaller because the underlying asset and the VIX are negatively correlated; when the value of the underlying asset drops, the volatility tends to rise and offsets the effect of the underlying asset price on the call option price) and the assumption (normal distribution for log returns)]

# Part VI: Two risk drivers and copula-marginal model

# install.packages("copula")  
library("copula")  
  
# install.packages("fGarch")  
library("fGarch")

## Loading required package: timeDate

## Loading required package: timeSeries

## Loading required package: fBasics

library("timeDate")  
library("timeSeries")  
library("fBasics")  
  
# Load the function  
source(file = here("Functions", "nll\_student.r")) # Computes the negative log-likelihood function  
  
# Define an initial vector of parameters for the underlying asset log returns  
theta\_0 <- c(mean(log\_return), sd(log\_return), 10)  
  
# Calibrate the student-t distribution on the underlying asset log returns  
tmp <- optim(par = theta\_0,  
 fn = nll\_student,  
 method = "L-BFGS-B",  
 lower = c(-Inf, 1e-5, 10),  
 x = log\_return)  
  
# Store parameters in 'theta\_3'  
theta\_3 <- tmp$par  
  
# Define an initial vector of parameters for the VIX log returns  
theta\_0 <- c(mean(vix\_return), sd(vix\_return), 5)  
  
# Calibrate the student-t distribution on the VIX log returns  
tmp <- optim(par = theta\_0,  
 fn = nll\_student,  
 method = "L-BFGS-B",  
 lower = c(-Inf, 1e-5, 5),  
 x = vix\_return)  
  
# Store parameters in 'theta\_3'  
theta\_4 <- tmp$par  
  
# Compute 'U\_1' and 'U\_2' and combine these two variables in 'U'  
U\_1 <- pstd(log\_return, mean = theta\_3[1], sd = theta\_3[2], nu = theta\_3[3])  
U\_2 <- pstd(log\_return, mean = theta\_4[1], sd = theta\_4[2], nu = theta\_4[3])  
U <- cbind(U\_1, U\_2)  
  
# Calibrate a Gaussian copula  
C <- normalCopula(dim = 2)  
fit <- fitCopula(C, data = U, method = "ml")  
  
# Set seed for generating pseudo-random numbers  
set.seed(4321)  
  
sim\_U <- rCopula(H \* t, fit@copula)  
sim\_log\_return <- qstd(sim\_U[,1], mean = theta\_3[1], sd = theta\_3[2], nu = theta\_3[3])  
sim\_vix\_return <- qstd(sim\_U[,2], mean = theta\_4[1], sd = theta\_4[2], nu = theta\_4[3])  
  
# Initialize the array 'sim\_ret\_3'  
sim\_ret\_3 <- array(data = NA, dim = c(H, 2, t))  
  
# Store in 'sim\_ret\_3' daily log returns for the underlying asset and the VIX  
for (i in 1:t) {  
 sim\_ret\_3[,,i] <- c(sim\_log\_return[(H \* (i - 1) + 1):(H \* i)], sim\_vix\_return[(H \* (i - 1) + 1):(H \* i)])  
}  
  
# Initialize two vectors that contain the underlying asset price and the VIX value one week from now  
S\_4 <- rep(NA, H)  
vol\_4 <- rep(NA, H)  
  
# Compute the underlying asset price and the VIX value one week from now  
for (i in 1:H) {  
 S\_4[i] <- S\_1 \* exp(sum(sim\_ret\_3[i,1,]))  
 vol\_4[i] <- vol\_1 \* exp(sum(sim\_ret\_3[i,2,]))  
}  
  
# Initialize a matrix to store call prices (10 000 rows (1 per simulation), 4 columns (1 per option))  
call\_price\_4 <- matrix(NA, nrow = H, ncol = 4)  
  
# Loop through 10 000 simulations and price each call option  
for (i in 1:10000){  
 call\_price\_4[i,1] <- price\_call(S\_4[i], K[1], r\_3, vol\_4[i], M[1] - t / 250)  
 call\_price\_4[i,2] <- price\_call(S\_4[i], K[2], r\_3, vol\_4[i], M[2] - t / 250)  
 call\_price\_4[i,3] <- price\_call(S\_4[i], K[3], r\_4, vol\_4[i], M[3] - t / 250)  
 call\_price\_4[i,4] <- price\_call(S\_4[i], K[4], r\_4, vol\_4[i], M[4] - t / 250)  
}  
  
# Compute the price of the portfolio for each replication and store it in 'PF\_price\_4'  
PF\_price\_4 <- rowSums(call\_price\_4)  
  
# Compute the P&L  
PL\_3 <- PF\_price\_4 \* exp(-(t / 360) \* r\_PL) - PF\_price\_1  
  
# Compute the VaR and the ES of the P&L distribution  
VaR\_3 <- sort(PL\_3)[(1 - alpha) \* H]  
ES\_3 <- mean(sort(PL\_3)[1:((1 - alpha) \* H)])  
  
# Plot an histogram  
hist(PL\_3, nclass = round(10 \* log(length(PL\_3))), probability = TRUE)  
  
# Add a vertical line to show the VaR  
abline(v = quantile(PL\_3, probs = (1 - alpha)),  
 lty = 1,  
 lwd = 2.5,  
 col = "red")
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## The value at risk at alpha = 0.95 is -112.92$.

## The expected shortfall at alpha = 0.95 is -127.30$.

# Part VII: Volatility Surface

#install.packages("rgl")  
library("rgl")  
  
# Load the functions  
source(file = here("Functions", "vol\_surface.R")) # Implied volatility of an option  
source(file = here("Functions", "vol\_calibrate.r")) # Sum of absolute deviations of implied volalities  
  
# Count the number of traded options  
nb\_opts <- nrow(Market$calls) + nrow(Market$puts)  
  
# Build a matrix that contains the information relevant to traded call and put options  
mkt\_vol <- matrix(NA, nrow = nb\_opts, ncol = 4)  
  
# Assign names to columns  
colnames(mkt\_vol) <- c("S", "K", "tau", "IV")  
  
# Latest underlying asset price (spot price)  
mkt\_vol[,1] <- t(t(rep(sp\_500[n\_obs], nb\_opts)))  
  
# Strike price of call options  
mkt\_vol[1:nrow(Market$calls),2] <- Market$calls[,1]  
  
# Strike price of put options  
mkt\_vol[(nrow(Market$calls)+1):nb\_opts,2] <- Market$puts[,1]  
  
# Time to expiry of call options  
mkt\_vol[1:nrow(Market$calls),3] <- Market$calls[,2]  
  
# Time to expiry of put options  
mkt\_vol[(nrow(Market$calls)+1):nb\_opts,3] <- Market$puts[,2]  
  
# Implied volatility of call options  
mkt\_vol[1:nrow(Market$calls),4] <- Market$calls[,3]  
  
# Implied volatility of put options  
mkt\_vol[(nrow(Market$calls)+1):nb\_opts,4] <- Market$puts[,3]  
  
# Set a vector of initial values of a1, a2, a3, and a4  
x0 <- c(0.2, 1, 1, 0.1)  
  
# Calibrate the volatility surface on traded call and put options  
tmp <- optim(par = x0,  
 fn = vol\_calibrate)  
  
# Store parameters in 'theta\_vol'  
theta\_vol <- tmp$par  
  
# Generate a sequence of strike price and time to expiry  
x1 <- sp\_500[n\_obs] \* seq(0.5, 1.5, (1.5 - 0.5) / 1000)  
x2 <- seq(0.01, 2, (2 - 0.01) / 1000)  
  
# Generate al possible combinations of 'x1' and 'x2'  
x3 <- expand.grid(x1,x2)  
  
# Compute the implied volatility for each combination  
y <- vol\_surface(sp\_500[n\_obs], x3[,1], x3[,2], theta\_vol[1], theta\_vol[2], theta\_vol[3], theta\_vol[4])  
  
# Create a 3D-plot of the fitted volatility surface  
plot3d(x3[,1], x3[,2], y)

# Part VIII: Full approach

#install.packages("rugarch")  
library("rugarch")

## Loading required package: parallel

## Registered S3 method overwritten by 'xts':  
## method from  
## as.zoo.xts zoo

##   
## Attaching package: 'rugarch'

## The following object is masked from 'package:stats':  
##   
## sigma

# Residuals of the log-returns of the underlying using a Garch(1,1) with Normal innovations  
spec <- ugarchspec(variance.model = list(model = "sGARCH"),  
 mean.model = list(armaOrder = c(0,0),  
 include.mean = FALSE))  
  
fit <- ugarchfit(spec = spec, data = log\_return)  
Resid\_returns <- fit@fit$residuals  
  
# Residuals of the log-returns of the Vix using an AR(1) model   
ar1\_vix <- arima(vix\_return,order = c(1,0,0))  
Resid\_vix <- ar1\_vix$residuals  
  
# Fit normal marginals by MLE  
fit1 <- suppressWarnings(fitdistr(x = Resid\_returns,  
 densfun = dnorm,  
 start = list(mean = 0, sd = 1)))  
theta1 <- fit1$estimate  
  
fit2 <- suppressWarnings(fitdistr(x = Resid\_vix,  
 densfun = dnorm,  
 start = list(mean = 0, sd = 1)))  
theta2 <- fit2$estimate  
  
# Compute 'U\_1' and 'U\_2' and combine these two variables in 'U'  
U1 <- pnorm(Resid\_returns, mean = theta1[1], sd = theta1[2])  
U2 <- pnorm(Resid\_vix, mean = theta2[1], sd = theta2[2])  
U <- cbind(U1, U2)  
  
# Calibrate a Gaussian copula  
C <- normalCopula(dim = 2)  
fit <- fitCopula(C, data = U, method = "ml")  
  
# Set seed for generating pseudo-random numbers  
set.seed(4321)  
sim\_U <- rCopula(H \* t, fit@copula)  
sim\_Resid\_returns <- qnorm(sim\_U[,1], mean = theta1[1], sd = theta1[2])  
sim\_Resid\_vix <- qnorm(sim\_U[,2], mean = theta2[1], sd = theta2[2])  
  
# Initialize the array 'sim\_ret\_4'  
sim\_ret\_4 <- array(data = NA, dim = c(H, 2, t))  
  
# Store in 'sim\_ret\_4' daily residuals of log returns for the underlying asset and the VIX  
for (i in 1:t) {  
 sim\_ret\_4[,,i] <- c(sim\_Resid\_returns[(H \* (i - 1) + 1):(H \* i)], sim\_Resid\_vix[(H \* (i - 1) + 1):(H \* i)])  
}  
  
# Initialize two vectors that contain the residuals of the underlying asset price and the VIX value one week from now  
S\_5 <- rep(NA, H)  
vol\_5 <- rep(NA, H)  
  
# Compute the underlying asset price and the VIX value one week from now  
for (i in 1:H) {  
 S\_5[i] <- S\_1 \* exp(sum(sim\_ret\_4[i,1,]))  
 vol\_5[i] <- vol\_1 \* exp(sum(sim\_ret\_4[i,2,]))  
}  
  
# Initialize a matrix to store call prices (10 000 rows (1 per simulation), 4 columns (1 per option))  
call\_price\_5 <- matrix(NA, nrow = H, ncol = 4)  
  
# Loop through 10 000 simulations and price each call option  
for (i in 1:10000){  
 call\_price\_5[i,1] <- price\_call(S\_5[i], K[1], r\_3, vol\_5[i], M[1] - t / 250)  
 call\_price\_5[i,2] <- price\_call(S\_5[i], K[2], r\_3, vol\_5[i], M[2] - t / 250)  
 call\_price\_5[i,3] <- price\_call(S\_5[i], K[3], r\_4, vol\_5[i], M[3] - t / 250)  
 call\_price\_5[i,4] <- price\_call(S\_5[i], K[4], r\_4, vol\_5[i], M[4] - t / 250)  
}  
  
# Compute the price of the portfolio for each replication and store it in 'PF\_price\_5'  
PF\_price\_5 <- rowSums(call\_price\_5)  
  
# Compute the P&L  
PL\_4 <- PF\_price\_5 \* exp(-(t / 360) \* r\_PL) - PF\_price\_1  
  
# Compute the VaR and the ES of the P&L distribution  
VaR\_4 <- sort(PL\_4)[(1 - alpha) \* H]  
ES\_4 <- mean(sort(PL\_4)[1:((1 - alpha) \* H)])  
  
# Plot an histogram  
hist(PL\_4, nclass = round(10 \* log(length(PL\_4))), probability = TRUE)  
  
# Add a vertical line to show the VaR  
abline(v = quantile(PL\_4, probs = (1 - alpha)),  
 lty = 1,  
 lwd = 2.5,  
 col = "red")
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